Parameter list:

1. myLine(img, pt1(first), pt2(second), color, thickness, lineType, shift)
2. myCircle(img, center, radius, color, thickness, lineType, shift)
3. myEllipse(image, center, axes, angle, startAngle, endAngle, color, thickness, lineType, shift)
4. myRect(img, pt1(start), pt2(end), color, thickness, lineType, shift)
5. myPolyLine(img, pts(array of polygon curves), isClosed, color, thickness, lineType, shift)
6. myputText(img, text, org(bottom\_left\_corner), fontface, fontScale, color, thickness, lineType, **bottomLeftOrigin**(if true, otherwise top-left corner))
7. cv2.**cornerHarris**(src, blockSize, ksize, k[, dst[, borderType]]) → dst[¶](http://docs.opencv.org/modules/imgproc/doc/feature_detection.html" \l "cv2.cornerHarris" \o "Permalink to this definition)

|  |  |
| --- | --- |
|  | * **src** – Input single-channel 8-bit or floating-point image. * **dst** – Image to store the Harris detector responses. It has the type CV\_32FC1 and the same size as src . * **blockSize** – Neighborhood size (see the details on **[cornerEigenValsAndVecs()](http://docs.opencv.org/modules/imgproc/doc/feature_detection.html" \l "void cornerEigenValsAndVecs(InputArray src, OutputArray dst, int blockSize, int ksize, int borderType)" \o "void cornerEigenValsAndVecs(InputArray src, OutputArray dst, int blockSize, int ksize, int borderType))** ). * **ksize** – Aperture parameter for the **[Sobel()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "void Sobel(InputArray src, OutputArray dst, int ddepth, int dx, int dy, int ksize, double scale, double delta, int borderType)" \o "void Sobel(InputArray src, OutputArray dst, int ddepth, int dx, int dy, int ksize, double scale, double delta, int borderType))** operator. * **k** – Harris detector free parameter. See the formula below. * **borderType** – Pixel extrapolation method. See **[borderInterpolate()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "int borderInterpolate(int p, int len, int borderType)" \o "int borderInterpolate(int p, int len, int borderType))** . |

1. cv2.**erode**(src, kernel[, dst[, anchor[, iterations[, borderType[, borderValue]]]]]) → dst

|  |  |
| --- | --- |
|  | * **src** – input image; the number of channels can be arbitrary, but the depth should be one of CV\_8U, CV\_16U, CV\_16S,CV\_32F` or ``CV\_64F. * **dst** – output image of the same size and type as src. * **element** – structuring element used for erosion; if element=Mat() , a 3 x 3 rectangular structuring element is used. * **anchor** – position of the anchor within the element; default value (-1, -1) means that the anchor is at the element center. * **iterations** – number of times erosion is applied. * **borderType** – pixel extrapolation method (see **[borderInterpolate()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "int borderInterpolate(int p, int len, int borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details). * **borderValue** – border value in case of a constant border (see **[createMorphologyFilter()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue)" \o "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue))** for details). * 9. cv2.**dilate**(src, kernel[, dst[, anchor[, iterations[, borderType[, borderValue]]]]]) → dst[¶](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "cv2.dilate" \o "Permalink to this definition) * **src** – input image; the number of channels can be arbitrary, but the depth should be one of CV\_8U, CV\_16U, CV\_16S,CV\_32F` or ``CV\_64F. * **dst** – output image of the same size and type as src. * **element** – structuring element used for dilation; if element=Mat() , a 3 x 3 rectangular structuring element is used. * **anchor** – position of the anchor within the element; default value (-1, -1) means that the anchor is at the element center. * **iterations** – number of times dilation is applied. * **borderType** – pixel extrapolation method (see **[borderInterpolate()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "int borderInterpolate(int p, int len, int borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details). * **borderValue** – border value in case of a constant border (see **[createMorphologyFilter()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue)" \o "Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue))** for details). * **10**. cv2.**morphologyEx**(src, op, kernel[, dst[, anchor[, iterations[, borderType[, borderValue]]]]]) → dst * **src** – Source image. The number of channels can be arbitrary. The depth should be one of CV\_8U, CV\_16U, CV\_16S,CV\_32F` or ``CV\_64F. * **dst** – Destination image of the same size and type as src . * **element** – Structuring element. * **op** –   Type of a morphological operation that can be one of the following:   * + **MORPH\_OPEN** - an opening operation   + **MORPH\_CLOSE** - a closing operation   + **MORPH\_GRADIENT** - a morphological gradient   + **MORPH\_TOPHAT** - “top hat”   + **MORPH\_BLACKHAT** - “black hat” * **iterations** – Number of times erosion and dilation are applied. * **borderType** – Pixel extrapolation method. See **[borderInterpolate()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "int borderInterpolate(int p, int len, int borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details. * **borderValue** – Border value in case of a constant border. The default value has a special meaning. See[**createMorphologyFilter()**](http://docs.opencv.org/modules/imgproc/doc/filtering.html#Ptr<FilterEngine> createMorphologyFilter(int op, int type, InputArray kernel, Point anchor, int rowBorderType, int columnBorderType, const Scalar& borderValue)) for details.   11. cv2.**adaptiveThreshold**(src, maxValue, adaptiveMethod, thresholdType, blockSize, C[, dst]) → dst[¶](http://docs.opencv.org/modules/imgproc/doc/miscellaneous_transformations.html" \l "cv2.adaptiveThreshold" \o "Permalink to this definition)   * **src** – Source 8-bit single-channel image. * **dst** – Destination image of the same size and the same type as src . * **maxValue** – Non-zero value assigned to the pixels for which the condition is satisfied. See the details below. * **adaptiveMethod** – Adaptive thresholding algorithm to use, ADAPTIVE\_THRESH\_MEAN\_C or ADAPTIVE\_THRESH\_GAUSSIAN\_C . See the details below. * **thresholdType** – Thresholding type that must be either THRESH\_BINARY or THRESH\_BINARY\_INV . * **blockSize** – Size of a pixel neighborhood that is used to calculate a threshold value for the pixel: 3, 5, 7, and so on. * **C** – Constant subtracted from the mean or weighted mean (see the details below). Normally, it is positive but may be zero or negative as well.   12. cv2.**threshold**(src, thresh, maxval, type[, dst]) → retval, dst[¶](http://docs.opencv.org/modules/imgproc/doc/miscellaneous_transformations.html" \l "cv2.threshold" \o "Permalink to this definition) |
|  | * **src** – input array (single-channel, 8-bit or 32-bit floating point). * **dst** – output array of the same size and type as src. * **thresh** – threshold value. * **maxval** – maximum value to use with the THRESH\_BINARY and THRESH\_BINARY\_INV thresholding types. * **type** – thresholding type (see the details below). |

13. cv2.**filter2D**(src, ddepth, kernel[, dst[, anchor[, delta[, borderType]]]]) → dst[¶](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "cv2.filter2D" \o "Permalink to this definition)

* **src** – input image.
* **dst** – output image of the same size and the same number of channels as src.
* **ddepth** –

desired depth of the destination image; if it is negative, it will be the same as src.depth(); the following combinations ofsrc.depth() and ddepth are supported:

* + src.depth() = CV\_8U, ddepth = -1/CV\_16S/CV\_32F/CV\_64F
  + src.depth() = CV\_16U/CV\_16S, ddepth = -1/CV\_32F/CV\_64F
  + src.depth() = CV\_32F, ddepth = -1/CV\_32F/CV\_64F
  + src.depth() = CV\_64F, ddepth = -1/CV\_64F

when ddepth=-1, the output image will have the same depth as the source.

* **kernel** – convolution kernel (or rather a correlation kernel), a single-channel floating point matrix; if you want to apply different kernels to different channels, split the image into separate color planes using [**split()**](http://docs.opencv.org/modules/core/doc/operations_on_arrays.html#void split(const Mat& src, Mat* mvbegin)) and process them individually.
* **anchor** – anchor of the kernel that indicates the relative position of a filtered point within the kernel; the anchor should lie within the kernel; default value (-1,-1) means that the anchor is at the kernel center.
* **delta** – optional value added to the filtered pixels before storing them in dst.
* **borderType** – pixel extrapolation method (see **[borderInterpolate()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "int borderInterpolate(int p, int len, int borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details).

14. cv2.**pyrDown**(src[, dst[, dstsize[, borderType]]]) → dst[¶](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "cv2.pyrDown" \o "Permalink to this definition)

|  |
| --- |
| * **src** – input image. * **dst** – output image; it has the specified size and the same type as src. * **dstsize** –   size of the output image; by default, it is computed as Size((src.cols+1)/2, (src.rows+1)/2), but in any case, the following conditions should be satisfied:  \begin{array}{l} | \texttt{dstsize.width} *2-src.cols| \leq  2  \\ | \texttt{dstsize.height} *2-src.rows| \leq  2 \end{array} |

The function performs the downsampling step of the Gaussian pyramid construction. First, it convolves the source image with the kernel:

![\frac{1}{256} \begin{bmatrix} 1 & 4 & 6 & 4 & 1  \\ 4 & 16 & 24 & 16 & 4  \\ 6 & 24 & 36 & 24 & 6  \\ 4 & 16 & 24 & 16 & 4  \\ 1 & 4 & 6 & 4 & 1 \end{bmatrix}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALkAAABvCAMAAACHFJFcAAAAM1BMVEX///8AAADMzMxQUFBAQEC2trYMDAwiIiIwMDDm5uYWFhaKiooEBARiYmJ0dHSenp6CgoIl/hHOAAAD7klEQVR42u2c23bjIAxFwRcuNjb9/6+tjZ0EOiBxaSasGfGQl6LDXg4YHVTCWFbjrrEumnAsc2Zvvq1H64Pcnij55I+OwzhB/bapGQyQ8AYvJZ+Pb0pCjwP8q2v7wndWJREMXv7MZ66AbnJByLXc5lmzSglv8HJyBpGPs4TJtcIGgiXeRT6PDCFXGhkHkWgjTy+gY0iY3KKPHJHg01vI9x0jV6OVRlhg+e6fINcLw8i5mOzOeXLKoBJt5KlvXO0Yuebb8bm6zzqJ96xQY4Q43rgi/bYe+OgURlYr8ba3IjpbXKyBs4hPvBVRcnFOcW30R8g1TA7vofu5whSSuAESuol8AQfeBjhpEUZiQwIS3uAVs6WTRuRETuRETuSt5AlvjhwK5Nj7DIlnZAV53JsHvjxq77UyZmyT8CMryFPe/OnL4/Z+lttu7sy8UiKILCdPe/N72IS9t45MtkgEkcXkgDe/h4XsvetSL+FHFpMD3vzyiKC9d3O3XsKPLCWHvPk1LGTvrWmSCCILyUFvfg0L2XtpWyTCyGxyM6Pe3E1SyN7bqUkijDRlWyPozd2wgL0fZJsEGJnexLwvB34xpO291M0SqdkCHY5nkyftve8/KyWAeZ4+HPc6JjbA25en7L0y6mxrg0QQ+XOF5pAnvPnDl8ft/XSVyPhaLxFG1pD3meXyiciJPJtcEXk/5F+9kX/9I89c/w75e4v/cfLk4bjXMW7LUWs/KCPWNgk/suLkP27LUWtvJ7uayy3USgSRxeQpW55l7a9/SqmX8COLycHCPWbtV/fM6yX8yFJyuHCPWftla5IIIkvJwcI9bO31qmybRBBZSg4W7mFrv09SjE0SQWTpqQVUuMet/Xqsv3qJMPIA4kD7SQ4V7jOsPVu4rpcII4tnS9qWZ1h7pniLRBBZSp625Zi1dwtLqBaJILL4XDFlyzFrv50Co9ANEmFk8U6UsOWotdejWOTWJBFG3tvxlelsLnKKJkVdZrnPTGeT09HmaFLUJfkz09lsLLXp3Vmcb5wX+Z9JUcfk++lDFi4SSVG35M9MR50TPpIUdUsun5iGR5OiXsnty69KrmNJUafkg/Q3hGhS1Gnd38t0mDTRpKjPuv+9o867S4L3aFLUZd3/kelMJ6pU8byqx7r/K9MZF6lS5Q6q+zOq+/8HdX/eW90/m3wZUGf/d+v+y1CaVHZZ9/8V8g/V/bPI+6z755D3WffPIe/MzRE5kRM5kRN5FTnd96+QoPv+iDdPgNN9f7rvz9CDgfuR031/uu8f8+bRjYTu+zO67x/z5vFXB933p/ycyIk87LgOR+sD+iSZ88k7+sU8U/SLedq1Pshvlm9dbjoRgWPsWgAAAABJRU5ErkJggg==)

15. cv2.**pyrUp**(src[, dst[, dstsize[, borderType]]]) → dst[¶](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "cv2.pyrUp" \o "Permalink to this definition)

* **src** – input image.
* **dst** – output image. It has the specified size and the same type as src .
* **dstsize** –

size of the output image; by default, it is computed as Size(src.cols\*2, (src.rows\*2), but in any case, the following conditions should be satisfied:

![\begin{array}{l}
| \texttt{dstsize.width} -src.cols*2| \leq  ( \texttt{dstsize.width}   \mod  2)  \\ | \texttt{dstsize.height} -src.rows*2| \leq  ( \texttt{dstsize.height}   \mod  2) \end{array}](data:image/png;base64,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)

16. cv2.**getRotationMatrix2D**(center, angle, scale) → retval[¶](http://docs.opencv.org/modules/imgproc/doc/geometric_transformations.html" \l "cv2.getRotationMatrix2D" \o "Permalink to this definition)

|  |  |
| --- | --- |
| **Parameters:** | * **center** – Center of the rotation in the source image. * **angle** – Rotation angle in degrees. Positive values mean counter-clockwise rotation (the coordinate origin is assumed to be the top-left corner). * **scale** – Isotropic scale factor. * **map\_matrix** – The output affine transformation, 2x3 floating-point matrix. |

17. cv2.**warpAffine**(src, M, dsize[, dst[, flags[, borderMode[, borderValue]]]]) → dst[¶](http://docs.opencv.org/modules/imgproc/doc/geometric_transformations.html" \l "cv2.warpAffine" \o "Permalink to this definition)

* **src** – input image.
* **dst** – output image that has the size dsize and the same type as src .
* **M** – ![2\times 3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACkAAAANBAMAAADGc1rlAAAAMFBMVEX///8AAADm5uYwMDAEBARQUFC2trYiIiJiYmJ0dHSenp5AQEDMzMyKiooMDAwWFhZD/CzjAAAApUlEQVQY02NgUHYJYEAGh/0uMDCwVUyRQBbk2nVFCEgysImjqGXgFQNTwmiiQmBKEoh5GoDaFoC5/A1gkxxAZAQDw2WwoK4VmGIHK2Ft4DUAc2fXgd20GmJcxGWYuSDbeQogHPYHMOs+KgB5ChD25VCYqCEQl0H1GbCCzeNiYHjMwMDsbGx8gQHsALDixgTWRwwMGwUFBYGiPEAHsIIco/q+goEBAIfnHOWtaDLaAAAAAElFTkSuQmCC) transformation matrix.
* **dsize** – size of the output image.
* **flags** – combination of interpolation methods (see [**resize()**](http://docs.opencv.org/modules/imgproc/doc/geometric_transformations.html#void resize(InputArray src, OutputArray dst, Size dsize, double fx, double fy, int interpolation)) ) and the optional flag WARP\_INVERSE\_MAP that means that Mis the inverse transformation ( ![\texttt{dst}\rightarrow\texttt{src}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAALBAMAAAATnbfQAAAAMFBMVEX///8AAAAMDAxQUFBAQEAwMDB0dHQEBARiYmKKiorm5uaenp4iIiK2trbMzMwWFhZFKCSWAAAA70lEQVQY02NgYGASZiAauEKoR8hiXNiVmkKoi8hiPNgUJpWGMjAr1jgkCgpKIESZH4BJoPhFIRb1BAZzcQcGjsoVogw2ty4FcG1ctQDJAQEgEiTOsFHlWQLP79UFDIwbGI4yuDBwJqA6gCEDREDEHRgYtkNdaMqwVN4b7lafM2DwEWQFRPwBSA9EqSvDKt7+A2imWoIIuDjY5ws3MKgCncAgBxR6iFDJ5wAioeIMDNMXMGQxMJftkXlwsOtFAcPCef5IIQD2Ilh84ypg2Gkvk2JgaCppFHD+WPOAga3wHEIpK5gEiV8UFGxgYDCSvwAAlNlMyGuB+r0AAAAASUVORK5CYII=) ).
* **borderMode** – pixel extrapolation method (see **[borderInterpolate()](http://docs.opencv.org/modules/imgproc/doc/filtering.html" \l "int borderInterpolate(int p, int len, int borderType)" \o "int borderInterpolate(int p, int len, int borderType))**); when borderMode=BORDER\_TRANSPARENT , it means that the pixels in the destination image corresponding to the “outliers” in the source image are not modified by the function.
* **borderValue** – value used in case of a constant border; by default, it is 0.